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**Background:**

SQL injection attacks are some of the most common attacks on databases. There are multiple SQL injection strategies that are used to accomplish different goals when attacking a database. Some of the most common types of attacks are using tautologies which can allow you to bypass authentication and retrieve data you would not normally have access to, using a Union query which allows you to return additional data from a query, and using Piggy-Backed queries which allows you to alter the database by removing tables or tuple, changing values or adding values. To test my different preventative techniques that I will be implementing in this project, I will be using attacks from all three strategies to see how accurately each of the prevention methods stops the different kinds of attacks.

**Summary of Component Being Implemented:**

I implemented three separate preventative techniques that are intended to reduce or eliminate SQL injection attacks. The first technique I implemented was “type or length detection” which I put into the HTML file to keep the user from inputting the wrong type of information and to limit how much could be put into the different input fields. The second technique that I implemented was “sensitive key word/character filtering” which I implemented in the PHP code to check for sensitive key words or special characters that could allow other SQL code to be run. Instead of returning an error message like I originally proposed, I decided to add a slash to the input on the backend as to have all the input treated as just standard input and not a piece of code that could be run. Finally, I implemented “tokenization” which was done using a “query parser method” to break down the expected input into tokens and then the actual input into tokens and compare the two sets of tokens. The goal of implementing three different techniques was to determine if a more complex strategy like “tokenization” better prevents SQL injection attacks than a more basic strategy like “type or length detection” or “sensitive key word/character filtering”.

**Implementation Details:**

For the implementation of this project, I started by creating a database that consisted of three tables which were student, faculty, and course. Inside these tables, I used….

I then implemented the front end where I created a menu webpage that had links to adding information to each of the tables and being able to search for information in each of the tables.

After everything was created, I conducted a test of all the SQL injection methods that I intended to use to make sure that the base case was susceptible to all of them.

Then I recoded the HTML and PHP documents to implement the three prevention strategies. First, I took the HTML files and introduced a stricter type for the information that could be input. I also added in a max length of characters that could be put in the input fields on the webpage.

**Evaluation Strategy:**

My evaluation strategy was to apply one of the prevention strategies to my test database and then try multiple kinds of attacks against the database and see how many of the attacks the strategy can prevent and how accurately it prevents the attacks. I will repeat this for all three prevention strategies to see which one can prevent the most attacks and if there is a difference in how well a simple strategy prevents attacks compared to a more advanced and complex strategy.

**Results of the Evaluation:**

**Conclusions:**
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